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Alexander’s pattern language provided a way of raising the level of discourse about buildings from a concrete to a new abstract level of description [1]. Rises in abstraction level happen regularly in all fields, but the key difference in Alexander’s work was that his abstract descriptions were founded in user experience, not in abstract descriptions of building construction (engineering) or of ornament (style). This is in contrast to recent developments in software patterns, as noted by Molly Steenson in her recent Interactions article[2].

In talking about software, it is easy to get confused about the distinctions between abstract and concrete, because so much about software seems abstract. As a result, the adaptation of pattern languages to software has lost the key contribution of Alexander’s work, which was to throw attention onto the users. Software patterns, despite being inspired by Alexander’s work, emphasise abstract descriptions of construction and of ornament, not abstract descriptions of user experience. It’s time to change that. This article tracks down the history of where we took a wrong turning, and proposes an alternative way forward.

“Traditional” software patterns are concerned with user experience, but mostly with the user experience of programmers. That perspective may sound strange in an HCI context, but it helps explain the popularity of pattern languages in the programming community. If we move from the object world of technical software features to the human experience of structured information – we refocus attention on ways of working, not widgets. Our aim is a pattern language in the sense intended by Christopher Alexander, but a pattern language of user experience design rather than a pattern language of user interface design. This lets us escape shallow understanding of user experience in terms of affect and passive consumption (architects describe this as ornament [3]), to the ways that users perceive and build information structures.

Before the publication of the ‘Gang of Four’ book that popularised software patterns [4], Richard Gabriel described Christopher Alexander’s patterns in 1993 as a basis for reusable object-oriented software in the following way:

Harbitability is the characteristic of source code that enables programmers, coders, bug-fixers, and people coming to the code later in its life to understand its construction and intentions and to change it comfortably and confidently.
It should be clear that, in our context, a “user” is a programmer who is called upon to maintain or modify software; a user is not (necessarily) the person who uses the software. In Alexander’s terminology, a user is an inhabitant [5]

Gabriel offered an explicit analogy between architecture and software, the nature of his analogy is shown in figure 1.

In 1993 the time was ripe, after a sustained period of great enthusiasm for HCI and usability, for addressing the usability needs of programmers. It is little wonder that pattern languages of programming became so popular, as evidenced by sales of the Gang of Four book, and the many PLoPs (Pattern Languages of Programming) meetings.

However, in design terms these patterns exist in an ‘object world’[6], primarily shared by engineers. The Gang of Four book included many nice engineering solutions, including elegant tricks for building user interfaces. But Alexander’s ideas had not been primarily about solving technical problems – his concern was with the experience of the building users, not the engineers.

Alexander proposes homes and offices be designed and built by their eventual occupants. These people, he reasons, know best their requirements for a particular structure. We agree, and make the same argument for computer programs. Computer users should write their own programs. Kent Beck & Ward Cunningham, 1987 [7]

Beck and Cunningham originally proposed the creation of pattern languages for software development, not to support software engineers but end-user programmers. They were concerned with Smalltalk, a language originally conceived by Alan Kay as an end-user programming environment that would support new kinds of artistic and creative experience for users including children and other non-professional programmers. The Smalltalk programming environment itself included many UI innovations, which later evolved into successful interfaces of the Xerox Star, the Macintosh and Windows [8]. But why did end-user programming not become as popular as the interactions that were designed to support it?
We took a wrong turn
It is our contention that there was a collective confusion between ground and field: that the cool features of the Xerox Smalltalk environment – windows, icons, mice – appeared to engineers as though these widgets were the invention, irrespective of their application to create a transformed user experience. Subsequently, user interface ‘patterns’ have continued to capture ways that engineers compose these (and other) widgets to build functional UIs. But this is missing the point. Using the Smalltalk widgets in that way has not given users the power to conceive and restructure their own experiences, and many GUI systems became even less flexible than the command line interfaces that preceded them.

The application of interaction patterns has remained stuck in the 'object world' – they are still concerned with the successful design and engineering of a user interface. User interface patterns that emphasise technical solutions are extremely valuable, but they are not the kind of design pattern that Alexander envisaged; they are not primarily concerned with the user’s experience of the designed product, and neither do they empower end-user programming in the way that Beck and Cunningham hoped to achieve.

We propose that, rather than describing users' encounter with specific technical features, it is possible to use patterns to describe user experience with the whole class of structured information systems. This ought to encompass users both as consumers of standardised interface designs, and as empowered to customise and modify the structure of information. Spreadsheets, content management systems, word processor macros and home network configuration are tools that empower end-users with the capability of programmers, giving them user experiences that have the fundamental characteristics of programming[9]. The ‘patterns’ here are not a specific way of building a UI, but a language for describing user experiences with structured information.

What would a user experience pattern look like?
One classic example of such a pattern in user experience was noted 20 years ago by Thomas Green. He had found ‘a sticky problem for HCI'[10], in that neither theoretical accounts of user behaviour, nor designer’s expectation of how users ought to behave, allowed for the fact that users might want to change their mind. Many systems were designed with the assumption that the user would have a coherent and complete plan, and would be able to follow that plan when creating an information structure (for example a travel itinerary, a lesson plan, or a database schema).

As a result of following that mistaken assumption, designers built user data-management tools in which it was relatively easy to transcribe a pre-formed plan into the information system, but rather difficult to change the structure of that plan after it had been entered. For example, it is often the case that dependencies within an information structure mean that changing one thing requires change in another, which in turn requires another, and user empowerment falls like a sequence of dominos in a series of ‘knock-on’ changes. For Green, this was the sticky problem – such systems were ‘viscous’, so that the user experience of making changes to your plan felt like wading through treacle.
It was ironic that software designers were in the habit of making viscous systems, despite the fact that programmers themselves appreciate tools that allow them to readily explore alternatives, and to change aspects of the structure fluently and flexibly, for example tools for type inference, incremental compilation or refactoring. Green suggested that the same desirable flexibility in changing information structures should be offered to all users, and that designers should be alert to the possibility that they might be imposing high viscosity on users that they would not accept for themselves.

*Viscosity* does not describe a single technical feature of the user interface, but rather a user experience that spans multiple design decisions. Green presented that experience in negative terms as a problem for users, but it could be described in more Alexandrian terms as a template for positive experience: 'You can change your mind'. It has sub-species, some more familiar than others: 'You can change your mind immediately' is a user experience pattern that corresponds to the feature-oriented description ‘undo’; while ‘You can change your mind about the structure you are making’ alerts designers to the kind of viscosity that has proven such a compelling example of the Cognitive Dimensions of Notations framework [11,12,13].

**User experiences in representational systems**

Alongside the experience of changing your mind, users of information structures soon become familiar with patterns such as ‘See how elements depend on each other’, which Green and Petre advocated when describing the dangers of Hidden Dependencies. Support for desirable user experiences most often presents designers with trade-offs. For example, recording and visualising dependencies tends to increase viscosity, because the explicit links and relationships make changes more laborious (as in visual programming languages, where the dependencies are laid out as lines between components, but the proliferation of lines makes it hard to move components around).

A further example based on Petre’s work is the pattern of ‘Freedom to leave informal notes’ (which Green and Petre called Secondary Notation). Users often want to express or record things that the designer hasn’t anticipated. Freedom to make comments, add reminders, make decorations, record vocabulary changes, or format choices that have no semantic interpretation within the system can be adapted by users for many purposes. A simple but useful case is the ‘Notes’ box when requesting a print copy of a map from Google Maps. It’s often useful to add personal notes, independent of formal address and navigation instructions. If the system insisted on interpreting and formatting these, then it wouldn’t be so useful.

Today we can see many collections of such “patterns”, most inspired by Green’s insights. These have included patterns of user experience for collaborative meetings over an information structure[14], for information structures using tangible representations[15], for programming APIs[16] and for the kind of visual language created for end-user programming[12]. Many are derived from user accounts, and immediately recognisable to users, such as the experience of getting a gestalt view of the whole structure, or of making ambiguous marks that can help you see the problem differently[17]. However, none of these extensions of the Cognitive Dimensions framework has been presented to designers in the way we propose, as a pattern language, although one of us noted the potential parallels several years ago[18].
Patterns for architects; patterns for builders

Architects and builders have separate concerns from each other – the architect is ultimately solving a human problem, and the builder a technical problem (although both draw expertise across the boundary). The primary concern of a builder is in the ‘object world’ of building construction, whereas a successful architect is focused on empathy with the users of the building. In the same way our proposed patterns of software user experience are intended as resources for experience designers, but this means that they may not be seen as directly useful to interface developers, in the way that more concrete interaction patterns would be.

As a rule of thumb, anyone who regularly refers to pattern languages of programming is not likely to be the intended audience for patterns of user experience. Patterns of user experience are, however, more closely related to the architectural interpretation of Alexander’s work. The ‘internal’ design patterns so popular in the software patterns community might be compared to a particular pattern of screws and brackets with which two beams can be securely connected, or a particular arrangement of fuse, switches and sockets by which occupants of a house can safely interact with a bathroom lighting circuit. The latter can be compared more directly to previously published HCI interaction patterns such Action Button and Wizard in the "basic interactions" section of van Welie’s Interaction Design Pattern Library[19], which guide designers creating those atomic interactions: these are concerned with implementation detail rather than the descriptions of building experience so characteristic of Alexander’s Timeless Way[20].

User experience as a Pattern Language

Philosophy of a pattern language

Christopher Alexander conceived his pattern language through a fundamental concern with user experience. In particular, he drew attention to aspects of user experience that extended beyond purely technical considerations, expressing regularities in user experience that were not obvious to other practitioners. Consider pattern 159 - Light on Two Sides of Every Room - which observes that people prefer rooms having natural light from two sources. As noted in [21] Light on Two Sides of Every Room is not “obvious,” whereas Build a Room with Windows would have been obvious. And the technical ‘object world’ details of how Light on Two Sides of Every Room should be achieved by the builder – through use of materials, construction, integration into the wall – are not even described.

[Builders] can use this solution a million times over, without ever doing it the same way twice. (1, page x)

Software patterns have evolved independently of their architectural origins, and even architects find this worthy of comment. A recent architectural publication notes ‘[Software] patterns are also independent of the software users’ requirements and refer to categories that are more important to the software’s programmer.’ [22]
Components of a pattern language
The Cognitive Dimensions of Notations framework has become a valuable tool for specialist applications, and especially for addressing the usability of programming tools, but this concern for the needs of programmers seems to have discouraged broader recognition of how universal these patterns in user experience really are. In particular, the ongoing search for a more formal basis ("What is the space in which these are dimensions?" "What is their cognitive base?", "How can the interaction patterns be formalised?") has distracted attention from the simple need to record and disseminate experience patterns.

Because these aspects of experience depend on information structures rather than simple visual features, and because they are experienced over the course of time rather than in direct reading or manipulation of a static display, it is not always easy to point to a specific piece of a user interface and say ‘there it is’. Viscosity gained currency as a descriptive term because it resonated with people who shared (the frustration of) that specific experience. But many of the dimensions are not so readily recognised. This article marks a starting point for describing them in terms of structures in the user's experience, rather than as formal principles. For example, the relevant evidence could be presented as narratives, together with guidance helping the practitioner understand the ways that those narratives arise from, are supported by, or compensate for, features of the environment. This is work in progress and we welcome feedback toward our goals.

Patterns of User Experience can empower users
The key insight for thinking about abstract experience of representational systems is to recognise that the users of systems are ultimately concerned with navigating and configuring an information structure, just as users of a building are ultimately concerned with navigating and configuring the structure of space.

The essential benefit from pattern languages of user experience, for the HCI profession, should be to understand what kind of experiences people have with information structures. The patterns that we have described above – changing your mind, seeing dependencies, leaving informal notes – should be key concerns for designers of systems that offer users the power to configure and customise software for themselves.

The technical focus in the past on programming pattern languages has led to a focus on specific UI widgets and engineering concerns, such that the pattern language community has lost the perspective of empowering users to work with their own information structures. It is time to recover that focus, by collecting and disseminating patterns of user experience with structured information. We could apply such a pattern language to help us design humane systems, rather than being distracted by the changing technical structures and ornament that arrive with each generation of UI renderings.
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